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Abstract. This paper describes the advancements of the Topological Function-
ing Model (TFM) for Model Driven Architecture (MDA) approach. This ap-
proach recognizes the computation independent nature of a TFM and suggests 
it to be used as the Computation Independent Model (CIM) within MDA, thus 
partially automating system analysis. Since the proposal of this approach, there 
have been a number of significant improvements, revealing new possibilities 
for system analysis, domain modeling and system design modeling. These ad-
vancements include integrating knowledge engineering with system analysis 
for domain modeling and acquiring a Topological Class Diagram, thus provid-
ing unique features within Platform Specific Model (PSM) for further transfor-
mation and code generation. 

1 Introduction 

Model Driven Architecture (MDA) proposes software development to abstract from 
the code as the uppermost of the functionality of the information system to the model 
of the information system [1]. MDA is a software development framework which 
defines 3 layers of abstraction for system analysis: Computation Independent Model 
(CIM), Platform Independent Model (PIM), and Platform Specific Model (PSM). The 
CIM describes system requirements and the way system works within its environment 
while details of the application structure and realization are hidden or are yet unde-
termined. The CIM is also known as the domain model or the business model.  As the 
business model CIM should be a precise description of the business in its environ-
ment, by the business, in the language of business people, dedicated to business pur-
poses [2]. The CIM may include 3 main parts: 1) Knowledge Model; 2) Business 
Model; 3) Business Requirements for the System. 

TFM offers a formal way to define a system by describing both the system’s func-
tional and topological features [3]. TFM represents the system in its business envi-
ronment and shows how the system is functioning, without details about how the 
system is constructed. Related research [4] is suggesting using TFM as CIM by con-
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structing it with TFM for MDA approach; acquiring a mathematically formal and thus 
transformable CIM.  

TFM for MDA approach introduces a way to acquire a formal CIM and provides 
the necessary methods to construct the CIM from domain knowledge (which can also 
be considered as part of CIM) and further transform CIM to PIM/PSM. As described 
in [5] and [6] an informal description of the system in textual form can be produced 
as a result of system analysis. Construction of the CIM is part of related research [7] 
and [8]. Research [7] describes a way to use Natural Language Processing (NLP) for 
defining domain knowledge that can be further formally analyzed. Research [8] 
shows how it is possible to automatically acquire a CIM from domain knowledge. An 
algorithm is introduced to automatically derive the TFM from business use cases. 
This algorithm utilizes the statistical parser to analyze the syntax of use case sen-
tences and identify functional features for the TFM. The problem of potential ambi-
guity and inconsistency of the business use case steps can be resolved by using ontol-
ogy. This issue is discussed further in this paper. Additionally TFM for MDA ap-
proach improves PIM/PSM by introducing topology. This topology is acquired from 
the CIM. In related research [9] author is showing an approach for software develop-
ment with emphasis on topology, where PIM/PSM is supplemented with topology 
acquired from the CIM. In this paper we are suggesting sequential phases of TFM for 
MDA approach to be combined for fulfilling the MDA life-cycle.  

In [10] author is proposing a toolset for TFM for MDA approach and has devel-
oped a tool for manually constructing a TFM by analyzing domain knowledge. In this 
paper we are proposing to expand the toolset: 1) making it possible to automatically 
acquire CIM if the domain knowledge is properly defined; 2) including the topologi-
cal UML as target model from TFM as source. 

TFM for MDA approach has been suggested to deal with lack of a formal CIM, 
but since then this approach has significantly evolved, providing also a formal way 
for defining knowledge about a domain and discovering unique features within PSM 
for further transformation and code generation. This paper describes the advance-
ments of the TFM for MDA approach, proposes a framework for further research and 
suggests expanding the toolset. 

This paper is organized as follows. Section 2 is looking into domain knowledge 
and proposes a way for defining CIM-Knowledge Model. Section 3 is looking into 
domain modeling and proposes a way to acquire CIM-Business Model in correspon-
dence to the knowledge model defined before.  Section 4 is describing the topological 
UML and the benefits of using it as the PIM/PSM. Section 5 is showing the new 
schema for TFM for MDA approach integrating ontology, business use cases, TFM 
and TopUML. Section 6 is describing the necessary supporting toolset and how these 
tools will work together to support MDA life-cycle.  

2 Domain Knowledge 

At the beginning of system analysis, it is necessary to acquire knowledge about the 
domain – business system and its environment. System analysis is interested in know-
ledge that can be articulated or captured in form of text, tables, diagrams, product 
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specifications and so on. Knowledge means understanding of a subject area including 
concepts and facts about that subject area, as well as relations among them and me-
chanisms for how to combine them to solve problems in that area [11]. In this section 
we discuss the domain knowledge, which can also be considered as part of the CIM, 
i.e., Knowledge Model. 

Previously the TFM for MDA approach assumed that knowledge about a business 
system can be can be represented as an informal description in from of text in natural 
language. Because such an informal description can be far too complex, ambiguous, 
redundant and inconsistent for a formal analysis, using formally defined knowledge 
with correspondence to well known standards is considered as one of the advance-
ments of this approach.  

Developing business use cases is a popular approach for defining the procedural 
knowledge of a business system. There are many different business use case tem-
plates and the structure of a use case can be adjusted depending on the situation and 
the development team [12]. For defining procedural knowledge TFM for MDA ap-
proach is using textual business use cases with the following structure: 1) use case 
title, 2) actors, 3) pre-conditions, 4) main scenario, 5) extensions, and 6) sub-
variations. In order for the business use cases to be understandable by a computer, the 
step sentences are defined using a controlled natural language. Attempto Controlled 
English (ACE) appears perfectly natural, but — being a controlled subset of English 
— is in fact a formal language [13]. ACE texts are enabled for computer processing 
and can be unambiguously translated into discourse representation structures, a syn-
tactic variant of first-order logic.  

This solves some of problems when using natural language, but still not all. The 
open problems are: 1) ambiguity, e.g., possibility to express the same meaning using 
different words; 2) inconsistency of business use cases, i.e., there might be steps de-
fined that do not make sense in the given business system. We cannot put this much 
responsibility on a system analyst who will be developing these business use cases. 
This kind of ambiguity and inconsistency should be automatically discovered and 
eliminated. TFM for MDA suggests ontology to be used as a predefined lexicon for 
the specific domain to deal with these problems. Ontologies provide logical state-
ments that describe what terms are, how they are related to each other, and how they 
can or cannot be related to each other. This feature is exploited to validate the proce-
dural knowledge. If there is ontology for a given domain and corresponding use cas-
es, we consider that the domain knowledge has been formally defined. 

3 Domain Modeling 

Related research is mostly focusing on the Business Model and Business require-
ments for the System of CIM, which include more or less structured language models 
accepted by requirements community, e.g. the Language Extended Lexicon (LEL) 
and scenarios, Semantics for Business Rules and Business Vocabulary, and use cases. 
Another means for CIM definitions are different languages and notations for business 
process modeling that may include semi-formal languages, such as ARIS-Event 
Process Chains, Business Process Modeling Notation (BPMN) used in Business 
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Process Modeling (BPM), Vide CIM Level Language (VCLL), UML profiles, UML 
Activity Diagrams. The only formal means for definition of business models is Petri 
nets and their extensions [2]. 

TFM for MDA approach is suggesting not avoiding the CIM, but instead starting 
the transformations from this model, thus providing evident consistency of PIMs, at 
least with the Business Model and also with the Knowledge Model. At the high level 
of abstraction the TFM reflects cause-effect relations among business functions. At 
the lower level of abstraction TFM reflects cause-and-effect relations among business 
activities. Moreover, at this level TFM can be decomposed to business processes. The 
TFM contains knowledge about its business functions, organizational units (positions 
rules, subsystem, units), and relations between business functions and between busi-
ness functions and organizational units. From [2], transformation from the Know-
ledge Model to the Business Model cannot be performed automatically, because it 
requires human participation since information in the Knowledge Model is specified 
informally and used to have implicit knowledge.  

With the advancements of the TFM for MDA approach we have acquired a formal 
Knowledge Model and it is now possible to transform this model to the Business 
Model automatically. As shown in [8] it is possible to automatically acquire TFM 
from business use cases using a special algorithm. Nevertheless, creating these busi-
ness use cases still require human participation – defining and analyzing the know-
ledge about the domain. In context of MDA, from perspective of PIM/PSM the input 
model for transformation is the Business Model. Knowledge Model and Business 
Requirements are the source models for the Business Model.  

4 Topological UML 

Another branch of this research is suggesting a new UML profile – TopUML, which 
incorporates the topological nature of TFM with UML. UML approaches usually are 
strong with defining the class hierarchy, but TopUML provides unique benefits for 
MDA, defining the Topological Class Diagram. By using TopUML it is possible to 
acquire cause-effect relationships between methods for PIM/PSM from CIM. Class 
diagrams reflect the statistic structure of the system, and by using class diagrams it is 
possible to model objects and their methods that are involved in the system. Using the 
standard UML class diagram specification it is not possible to reflect the cause-and-
effect relations within a system to indicate which certain activity of an object triggers 
another objects certain activity.  

Uniqueness and main value of the Topological Class Diagram is that it is able to 
show the relations between different methods from the same or different classes [9]. 
This property can be used for PSM and code generation. It allows defining part of the 
logic within the methods, not only the structure. TFM for MDA approach allows 
doing this automatically by means of transformation from CIM. No other approach 
provides this possibility from perspective of CIM; this kind of logic has to be added 
manually by the PSM designer. 

It is possible to develop a topological class diagram describing the business sys-
tem, if the corresponding TFM has been developed. The transformation between 
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TFM and topological class diagram, i.e., transformation between CIM and PIM/PSC 
is described in [9]. To execute the transformation several steps have to take place: 1) 
creation of the TFM; 2) creation of the problem domain objects graph; 3) transforma-
tion into class diagram. To obtain a problem domain object graph, it is necessary to 
detail each functional feature of the TFM to a level where it uses only one type of 
objects. After construction of problem domain object graph all the vertices with same 
type of objects and operations must be merged, while keeping all relations with other 
graph vertices. As a result, object graph with direct links is defined. This then can be 
transformed into a corresponding TFM. 

It is possible to develop a topological class diagram where the established TFM 
topology between classes is retained. In traditional model-driven development rela-
tions (mostly associations and generalizations) between classes in the UML class 
diagram are defined by the modelers’ discretion. Moreover, by using TFM for MDA 
approach it is also possible to partially automatically acquire a more complete UML 
sequence diagram from the CIM by exploiting the topology. 

5 TFM for MDA Approach 

To step towards the completeness of MDA and enable the automation of system anal-
ysis and software development the TFM for MDA approach is considered. This paper 
introduces sufficient advancements to this approach. The main idea behind this ap-
proach is MDA transformation from CIM to PIM to PSM. 

This approach starts the system analysis process from formally defined declarative 
and procedural knowledge. TFM for MDA approach integrates declarative and pro-
cedural knowledge providing a common approach for system analysis with perspec-
tive of integration with MDA. As shown in Fig. 1 we are exploiting ontology and 
business use cases for defining the Knowledge Model. The ontology is constructed by 
a knowledge engineer and business use cases are constructed by a system analyst 
(also known as business analyst – the one who is competent to analyze organization 
and design of businesses and business processes). While constructing business use 
cases, they have to be validated in order to correspond to the ontology. This is an 
iterative process, because the ontology or business use cases have to be modified until 
they correspond. 

The next step is acquiring the Business Model. When Knowledge Model is con-
structed and verified, it is possible to generate the Business Model automatically 
using the TFM generation algorithm described in [8]. This algorithm utilizes the sta-
tistical parser to analyze the syntax of use case sentences and identify functional fea-
tures for the TFM. Nevertheless, TFM will have to be validated as well. If any 
changes are necessary, they will have to be done in the Knowledge Model and then 
the TFM can be regenerated. Additionally, within the Business and Requirements 
Model it is possible to derive the Business Processes and UML Use Case diagram 
from TFM. 

The next step of TFM for MDA lifecycle is transforming CIM to PIM/PSM. The 
source for this transformation is the Business Model (CIM) and the target is the De-
sign Model (PIM/PSM), which includes Topological Class Diagram, Sequence Dia-

95



gram and other UML diagrams. Until now we have provided transformation for To-
pological Class Diagram and Sequence Diagram, but research continues to provide 
transformations for other diagrams. 
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Fig. 1. This schema shows the integrated TFM for MDA approach. It starts with the domain 
knowledge defined as formal CIM-Knowledge Model, which includes business use cases and 
ontology. It then provides a formal transformation to CIM-Business Model, which is defined 
by TFM. The CIM can then be further expanded to include Business Processes and UML Use 
Case Diagram (corresponding transformation are also provided). After that it is possible to 
exercise a transformation from CIM to PIM/PSM, acquiring a Topological Class Diagram, 
Sequence Diagram, etc. 

6 Supporting Toolset 

In earlier work [10] and [8] some suggestions have been made what tool support 
would be necessary for TFM for MDA approach. In this paper expand the toolset to 
support the new workflow suggested in previous section. Advantage of using MDA 
standards is that MOF compatible meta-models can be created for business use cases 
using XMI, as well as for a TFM, which authors have already is defined in [7] and 
[4]. A statistical parser can be used for analyzing the sentences of use cases, and thus 
retrieving functional features for a TFM of the system. To prevent incompleteness, 
redundancy or inconsistency of the business use cases ontology and controlled natural 
language is used. At last,  for retrieving the cause-effect relations between these func- 
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tional features the structure of the business use cases is exploited. 
TFM for MDA approach lacks the necessary tool support. The purpose of these 

tools would be to enable users: 1) to construct or reuse a domain ontology; 2) develop 
business use cases for this domain; 3) verify these business use cases via controlled 
natural language and the ontology defined previously; 4) automatically generate the 
CIM for this domain in form of a TFM; 5) verify the functional requirements; 6) 
transform the CIM to PIM/PSM in a form of a UML profile - TopUML. The users of 
this toolset would be the knowledge engineer and the system analyst. 

 

 

Fig. 2. This schema shows the toolset necessary for TFM for MDA approach. This toolset 
consists of an Ontology Development tool, Business Use Case Builder, TFM Builder and To-
pUML Builder. Ontology development tool has to support OWL standard, but other than that it 
can be a 3rd party tool, i.e., Protégé. You can also see the distinction between CIM and 
PIM/PSM that correspond to these tools from perspective of MDA. 

As Fig. 2 shows the TFM for MDA toolset consists of: 1) Ontology Development 
tool – a tool for defining ontology according to OWL standard; 2) Business Use Case 
Builder – this tool will allow the user to define the business use cases for this domain 
and check if the correspond to the ontology;  3) TFM Builder – a tool to fetch the 
functional features and generate the TFM for the domain (it will also allow to verify 
the functional requirements); 4) TopTFM Builder – a tool for acquiring TopUML 
from a TFM and later allow to generate the source code for the system.  

7 Conclusions 

This paper describes the advancements of the TFM for MDA approach. This ap-
proach was suggested to acquire a formal CIM, but since has significantly evolved, 
providing a way for defining domain knowledge and discovering unique features 
within PSM for further transformation and code generation. An informal description 
of the domain can be far too complex, ambiguous, redundant and inconsistent for a 
formal analysis, so using formally defined knowledge with correspondence to well 
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known standards is proposed. A new UML profile TopUML has been introduced to 
enable cause-effect relationships between class methods for PIM/PSM, which can be 
retrieved from CIM. 

This paper also shows how the different step of the TFM for MDA approach re-
late to each other and how it fits into MDA lifecycle. This approach provides a new 
perspective for domain modeling, allowing the domain model to be generated auto-
matically if the knowledge is gathered and defined before accordingly. This way we 
are integrating knowledge engineering and system analysis. Main value of the Topo-
logical Class Diagram is that it can provide unique properties for use in PSM and 
code generation. 

Further research includes the development of the supporting toolset for this ap-
proach. This would complement the automation of system analysis, and introduce 
artificial intelligence to software development. 
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