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There are several multi-agent development modelling tools to aid system design and implementation. How-

ever, such tools are modelling language specific, which imposes the use of a given modelling technique.
This paper presents a MDA approach for multi-agent system development based on the FAML meta-model.
Thus the approach aims to support a wide range of modelling techniques.

1 INTRODUCTION

Software agents are cognitive and autonomous com-
ponents, situated in an environment, which are capa-
ble of flexible and autonomous actions in this envi-
ronment in order to achieve their projects goals
(Wooldridge, 2000). The multi-agent systems
(MAS) approach allows complex systems modelling
(Bellifemine et al., 2007).

Currently, there are several agent-oriented
modeling techniques like Tropos (Bresciani et al.,
2003), Prometheus (Padgham and Winikoff, 2004),
among others. Besides, there are some development
platforms that generate code from a specific agent-
oriented modeling techniques, such as PDT (Sun et
al., 2010), which generates code from Prometheus to
JACK and IDK (Gomez-Sanz et al., 2008), which
generates from INGENIAS to JADE. To overcome
the issue of specific code generators for specific
modeling languages, it is important to employ meta-
models. FAML (Beydoun et al., 2009) is a meta-
model that unifies common concepts of existent
agent-oriented modeling languages, thus being a
potential candidate for standardization and
engineering a MAS System using the Model-Driven
Development techniques.

This paper proposes a MDA approach for agent-
oriented development that provides a set of explicit
transformation rules in Query, View, Transformation
Language (QVT) to construct a Platform Specific
Model (PSM) and generate code to the Jason agent-
oriented programming language. This paper is
structured as follows: section 2 the describes some
base concepts; section 3 shows the proposed MDA
approach; section 4 presents a simplified working
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example of the MDA approach. Section 5 describes
some and section 6 concludes the paper.

2 MODELING MAS

This section describes the FAML meta-model, the
Jason programming language and the concepts used
to develop the transformations, mappings and tem-
plates for the proposed approach.

2.1 FAML

FAML is a meta-model that unifies different agent-
oriented modelling languages inside the same soft-
ware engineering domain for MAS development.
This generic meta-model was validated to guarantee
the concepts promoted by the extant agent-oriented
methodologies (Beydoun et al., 2009).

The FAML is divided into two scopes: the de-
sign-time, where the central concept is the agent’s
system, and the runtime, where the central concept is
the environment where the agent is situated. An
agent is also a central concept in the meta-model,
defining an internal and external scope. Thus, four
levels can be raised: system; environment; agent,
and; agent definition levels.

The internal scope of an agent comprises the
agent and the agent-definition levels. The first level
is responsible for the description of the agents' defi-
nitions and specifications. The second is responsible
for the runtime agent-internal classes, describing the
mental state of an agent, its plans actions, roles and
communications.

The external scope of an agent comprises the
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system and the environment-definition levels. The
system level describes the system organizations and
its relationships (roles and tasks). The environment
level describes all agents situated in the environ-
ment, its resources and facets. Furthermore, the
environment also maintains an event history and is
generated by a related system.

2.2 QVTand MTT

QVT is an OMG approach to describe model-to-
model transformations. It is used since queries can
be applied in a source model. Moreover, the view is
a description of the target model and the transfor-
mation is the part where the results of queries are
projected into the view, creating the target model.

QVT can be used to create platform specific
models (PSM) in the MDA viewpoint. Model To
Text (MTT) is an OMG approach to transform mod-
els to text artefacts, e.g. code (OMG, 2008). This
work uses the Acceleo (Obeo, 2012) tool that uses
QVT and MTT. It was projected to allow source
code generation from UML and MOF.

2.3 Jason

Jason is a programming language for MAS devel-
opment. In Jason an agent can be programmed based
on beliefs, goals, plans and actions. The agents have
a belief base, which is changed in consequence of
their perceptions about the environment. A plan has
a trigger event and whenever a belief is changed, a
sequence of actions can be started. In Jason, an agent
also has committed goals that represent a pursued
project goal (Bordini et al., 2007).

However, Jason does not support organizational
programming. Moise+ (Hubner et al., 2002) is an
organizational model that can be integrated to Jason
to support the specification of an agent organization
in three dimensions: structural specification, func-
tional specification and deontic specification. More-
over, Jason does not provide environmental support.
JaCaMo (Boissier et al., 2012) is used to enhance
Jason with environmental concerns.

3 THE PROPOSED APPROACH

This section proposed the MDA approach for agent-
oriented development using FAML and Jason (fig-
ure 1). The approach intends to be modelling lan-
guage independent thus it begins its model transfor-
mation from FAML concepts. Any agent modelling
language that adheres to FAML (Beydoun et al.,
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2009) can be used. The approach provides a set of
transformations to map instances of FAML concepts
to the target model based on Jason constructions, in
order to generate MAS code.

T | FamL JASON @ ?
e !

Figure 1: The proposed MDA approach.

To design the transformations, it was necessary
to make some extensive modifications in FAML.
For example, originally, in FAML, an agent can
send several messages in a communication. Jason
does not have the communication concept, so each
communication will have only one message. Anoth-
er modification is the unification of the Agent Goal
and System Goal into a single Goal class, since in
Jason (integrated with Moiset and JaCaMo), an
agent shares the same goals with the System. This
unification decreases the number of mappings per-
formed by the approach. The modified meta-model
can be seen in figure 2.

The Jason model (figure 3) will be populated
from the results of the QVT transformations from
the FAML source meta-model (see figure 4). The
main transformation called PimToPsm receives the
FAML model and returns a Jason model completely
mapped. The main mapping recovers all FAML
model objects and calls FamlToGeaplam.

The initial mapping transforms a FamIMM ob-
ject into a geaplamMM. It maps all the FAML sys-
tems objects to Jason systems objects calling the
SystemToSystem mapping, which transforms roles,
organizations, tasks and environments from FAML
to roles, groups, missions and environments of Ja-
son/Moise+/JaCaMo platform.

The RoleToRole transformation maps the
agentgoal concept from FAML to Jason and calls
itself recursively to determine the roles hierarchy.
The SystemGoalToGoal transformation only maps
the objects attributes. The OrganizationToGroup
transformation determines the groups’ hierarchy and
recovers the roles already mapped previously. The
TaskToMission transformation maps the agentgoal
from FAML to Jason and maps the objects attributes
from task to mission.

The EnvToEnv maps all agents from FAML to
Jason and maps all the facets to percepts calling the
FacetToPercept. The AgentToAgent transformation



A MDA Approach for Agent-oriented Development using FAML

uses
E Funch | E
!
EFamitt_|
1 provides H senvice
-
E Requirement
[H ontology I Homm o - Estrn -
I CPET ¥ Hroie collaboratestn B Tak
1 S name : Estring — Sid Bt 07 |=id: Ent
= deseription : EString wanet = name  EString A = name : Estring
e = agentClasspath : Estring dendst | = min: & - o desaiption ! Estring
= ervironmentClasspath ; Estring LS max Bt destinition = rhin t EINT
| = infrastructure : Estring 1 = max Elnt
geferatss o
1 Easolirce supertype
E Organization o
E Enwronment = id : Elnt
B environmentristory] ; =id: Emt awnprPolicy = name - Esting
= name ; Estring o o desaription : EString
= desaription | Estring i e
= specification : EString max ; Eint | B RoleRelationship
=id ; Bt
1 | = purpose : EStmng |
parent L
isDenfredfrom
| — &
hashebeurce | B RETOUEE | o o T
—oid e Agem
o uses =g B RoleCompatbil = RDlED!Wﬂd?m
, cortains @ nama : Esting —L"*i‘ = e cEswing |  agentoal
- ox 3 = number : Elnt r o id; Ent
has sentTo.
B MessageEvent E FacetEvent T e e rire
= SoUrceAgent | Estring - changeseurce : EBaglean i ] hasObjectve | o description : Estring
destinationagents : EString alefvalue : Estring cantly o = | 9 commitzd ¢ EBoolean
= parametars ; Estring = newwalue ; EString 4 PRl beleven = planeseriplors : Estring
- = operatar ; Estring
E felief = of | Eswing
. _ H Chligation =
H Facemefinidan = E5En3
o id : Ent =l i = name : EStrng
— i = speafieation : EString = dessription. EStiing 1
S e e
= caniesensed ; EBoolean ={annptation - Estring
‘n canBechanged: Efoclean |  isinfalized
= initialvalue : EString =1
Plan
© canthange : EBpalean B MessageScheria =N
= name : EString L
= parameterDefintion ; EStrin B LAt |
= descriptior, : EStrin L = description | Estring
St il 0. = failwreconditen t Esting [
CIEHREE Fm = suceessCandition : ESiring
= labels ; EString i
Figure 2: The modified FAML metamodel.
- H Goal H Triggerévent enumeratic
hasaqal = id : EmC o.r = cangsType | FlanChangsType = frastruer ET;pD
purses | = name: Estring s Dbjective © gonext ; EString - Centralised
1o | = descripion : Estring = annutatwn EString = Centralised_Pocl
= code : EString = oI
= ;\Car\'rgue FlanQperatorType - zad
|oufiEsting |
R S = PlanType
H missicn 3 ¥
W * suboaal H agent b E Plan - Achievemant
pursups = id ¢ Elnt e — e L L = gelief
= name ;| EString = Scheme i ne
2 = name : Eswing = name | Esting - Tast
= descrption t ESnlng EFEE *
Er . number: Elnt © code : EString
gy fashission = name | EString 0.* sgentArchClass : EString = descrption ; EString ot I0E6
hasschpme = &t EStin = labels  Etiing i AL
" = adsition
g befisveln - Deletior
. manitoring conzabe ion
= «cenumeration >
sMissien - - © planOperatarTyp
E fole 01 . E:"t"“"m = none
fram S d: Em . "o = choice
. 1.1 playe ame ; EStrin - parallel
1 | = name:Estring deseription - EStr .
M 1 = min:Bnt Rale = deseription ; EString = name ; EStnng - sequence
= max Bnt = deseription : ESting
b .SmeER | - o order : BNt [=enumeraton=
hashision I = MNerm iy 2 ScopeType
L = id: Elnt generqtes| e
supertype = name ; EString ~ intra
nk
ElLink e © type : EString e n>>
= type : EString . = candition : EString H nemaladtion [2 performativeryps
= ceape | ScopeType ndsidie = timeC onstraint : EString = to: EString = athieve
= m_dwd anme.rn Il Fo=miE = from ; ESiring o Frr]
3 ewtends : EB = - iveTy|
extends :Eoolean - e TErT force: ParformativeType O
] = name  Estring £ message : tiring - askdne
. = dataType : EString - tell
i = initia Value : Estning = tellHom
n = visibility : EString = unachieve
= unrell
= untellHow
Eoop EET
= el Er =id - Em
= pame : EString name : EString
*| & description : EString description : EString
= min; et nfrastructure ; Infrastrucaire Type
= max; Eint 2 classpath : Estring
= monitoringScherme | Eting = aslSourcePath  Esrng
a hassys(em
subgroupct

Figure 3: The target model based on Jason, Moise+ and JaCaMo.

maps a MentalState into Beliefs and Goals, in case
of the attribute committed is true. The transfor-
mation also maps Plans and Roles that an agent can
play. The Beliefs are mapped by the MentalState-
ToBelief transformation. The Goals of an agent is
mapped with the MentalStateToGoal transformation,

whenever the attribute committed is true.

The PlanToPlan transformation first checks the
existence of an associated goal pursued by a Plan.
The FAML plan is mapped into two structures: the
Plan and the TriggerEvent. The transformation also
maps the Actions of an agent Plan. The
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t

PinToPsm(in source:pim, out target:psm);

main() {
source.rootObjects () [faml: :FamlMM]->map FamlToGeaplam();

aplam() : geaplam::geaplamdM { mapping fan
asSystem->map SystemToSystem();

enToSystem() : geaplam::System (

:: RoleToRole() : geaplam::Role {

mapping £

esponsibleFor->map SystemGoalToGoal();
upertype.map RoleToRole ();

: geaplam::Goal {

when (

max := self
T . subgroupOf
result.contains += se
resolveln(faml: :Role: :RoleToRole, geaplan::Role); 3

}

result. descript i

when

mapping, faal : : . EnvIoEnv), : geaplam: :Envi ronment | {

endif;
result._do += self._ do->map ActionToAction()->asSequence();

return goal.id->.

self.deseription;
e1£. annotat fon;

: geaplam::Group { | @aPPing faml::AgentGoal :: MentalStateToGoal()/: geaplam::Coak

self.committed = true;

result.ttf := self.tef;

mapping. faml::Pian :: PlanToPlan(goal : Sequence(faml::AgentGoal))
: geaplam::Plan

query faml::Plan::isAgentGoal (goal: SequencefAgentGoal)) i Boolean {
des (self.pursves.id);

mapping fa
disjuncts fam
fam

rnalAct i
ToExternalAction

ized.dataType;

: geaplam::Agent {

source.objects () [ fat
selectOne (ca | cm.id = self.resultsIn.id);

TriggerEvent {

Figure 4: The proposed transformation set.

ActionToAction makes the proper action transfor-
mation to FacetAction or MessageAction. If it is a
Message Action, the ActionTolnternalAction trans-
formation maps an Internal Action from the FAML
Communication and Message. Otherwise, the Ac-
tionToExternalAction transformation maps the ob-
jects attribute into an External Action.

It is important to mention that the FAML Ontol-
ogy, EnvironmentHistory, Event, MessageEvent,
FacetEvent, InterectionProtocol, MessageSchema,
Resource and Obligation concepts were not used in
any transformation.

4 A SIMPLE EXAMPLE

In this section, an example of a MAS application,
modelled in Prometheus (Padgham andWinikoff,
2004), called Domestic Robot (Bordini et al., 2007).
The domestic robot system (figure 5) contains three
agents: the robot, the owner and the supermarket.
The agent robot is responsible for the goal of deliv-
ering beer to its owner. When the robot receives a
message from the agent owner, it goes to the fridge,

418

takes a bottle of beer and brings it back to the owner.
The Robot still manages the beer stock and some
consumption rules. The agent owner has only the
goal of drink beer. The agent supermarket delivers
more beer in response to the agent robot in case of
low stock.

The QVT transformations were implemented us-
ing the M2M framework for Eclipse platform. All
transformations and mappings were modularized to
increase the maintainability and possible future
improvements in the related meta-models.

stockibeer,N)

siplbeer) >

has(owner,beer)

at{robot,Place)

openifridge)

e E—— 3
‘ achieve: has(owner,beer) '

=t
tell: toomuch(beer)

close(fridge)

hand_in{beer)
move_towards(Place)

[
|tell del

|achieve' der(b: ‘N)| d(b ,N‘Drderld)|

Figure 5: The Domestic Robot System model.
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The first step of the approach is to instantiate the
FAML meta-model based on the Domestic Robot
System. It can be done importing a XML file or
creating it using the Ecore tree viewer. The FAML
instantiated objects can be seen in figure 6.

a 4+ MM
4 4 Plan has(owner, beer)
4 Facet Action drink(beer)
4 <4 Plan has{owner, beer)
4 Facet Action get(beer)
4 4 Plan drink(beer)
<4 Facet Action sip(beer)
4 Facet Action drink(beer)
4 < Plan drink{beer)
<4 Facet Action true
4 4 Plan get(beer)
4 Message Action sendMessage
4 Messagel
4 Communication 1
4 < Environment HouseEnv
& Agent robot
4 4 Agent owner
4 <4 Mental State 1
4 Agent Goal get(beer)
4 Agent Goal drink(beer)
< Agent supermarket
4 System domestic_robot

Figure 6: The FAML instance of the System.

The second step of the approach is to execute the
transformation, populating an instance of the PSM
meta-model from the source model, the FAML
model, and generate the code. It can be done in two
manners: directly from PIM to code or transforming
from PIM to PSM and afterwards, generate the code.
The advantage of the second approach is that it al-
lows the modeller to adjust the instance of the PSM
meta-model before generate the code. The domestic
robot.mas2j file was generated as follows:

MAS domestic_robot {
infrastructure: Centralised
environment: HouseEnw
agents:
owner;
supermarket agentArchClass SupermarketArch;
robot; }

The agent object is composed of plans, beliefs
and goals. In the agent owner example, it only has
plans and a goal. The model to text then generates
all agents’ files. The owner.asl file was generated as
follows:

get (beer) .

+get (beer): true <
.send (robot, achieve, has(owner, beer))

+drink(beer): has(owner, beer) <-
sip(beer);
!drink (beer) .

+drink (beer): not has|owner, beer) <-
true.

+has (owner, beer): true <-
'drink (beer) .

-has (owner, beer): true <-
!get (beer) .

The object environment is composed by agents
and percepts. The model to text then generates the
environment classes. The HouseEnvModel.java was
generated as follows:

import jason.environment.grid.CGridiWorldModel;
public class HouseEnvModel extends GridWorldModel |
protected HouseEnvModel(int arg0, int argl, int argl) {
super (argl, argl, argl);
// TO DO
1

import jason.asSyntax.*;
import jason.environment.*;

public class HouseEnv extends Environment |

BSuppressWarnings ("unused")
private HouseEnvModel model;

BOverride
public void init (String args) {
model = new HouseEnvMedel (0, 0, 0);

updatePercepts();

vold updateParcepts() {
//TO DO

public boolean executeAction(String ag, Structure action) {
//TO DO
return false;

5 RELATED WORK

There are some works to generate agent code from
agent-oriented models, e.g. (Sun et al, 2010)
(Gomez-Sanz et al., 2008) (Cossentino, 2005).
However, those are initiatives for specific modelling
languages. The INGENIAS development kit is a tool
to generate JADE (Bellifemine et al., 2007) code
from INGENIAS models. The PDT tool generates
JACK (Winikoff, 2005) code from Prometheus
models. The PASSI toolkit proposes a stepwise
refinement from requirements to code, compiling
PASSI diagrams and generating JACK code.

Such tools do not use an agent-oriented meta-
model: the transformations are done directly from
the model element to a code piece. Thus, such tools
are not prepared to support other modelling lan-
guages. The MDA approach presented in this paper
relies on the FAML meta-model that is capable of
representing meta-models of most existing MAS
methodologies, including INGENIAS, Prometheus
and PASSI (Beydoun et al. 2009). In this sense, the
approach allows for the designer to choose the mod-
elling language to use in the MAS development
(regarding it is FAML-compliant).

They also do not use a platform meta-model.
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Particularly, the PASSI toolkit does not even use
a MDA approach: code generation is responsibility
of an AgentFactory Tool. Thus they are not devised
to evolve to support other agent-oriented platforms.
The approach uses Jason meta-model since it is
provides a BDI approach that can handle organiza-
tion and environment aspects (through Moise+ and
JaCaMo extensions). JADE is a Java-based platform
that is simple and do not use BDI concepts. JACK is
a BDI-enhanced JADE but it does not support other
agent-oriented concepts.

6 CONCLUSIONS

This paper presented a MDA approach for MAS
development, using a generic agent meta-model for
agent-oriented modelling languages for Jason’s code
generation. The approach realizes a set of transfor-
mations in QVT language to populate the program
language model. Afterwards, texts artefacts are gen-
erated from templates using the model to text lan-
guage.

The paper also presented an example of the Do-
mestic Robot System modelled in Prometheus. The
FAML meta-model is instantiated and transformed
to the Jason Model. The set of transformations were
implemented using the Model To Model do EMF.
The code was generated using the Model to Text
language and was implemented with Acceleo.

The use of MDD techniques provides a standard-
ization of the development, increasing the maintain-
ability and re-usability of the models and facilitating
the developers to transform the modelled project into
code. For future works, a modelling environment
with graphical tools for instantiate the FAML meta-
model will be developed using GMF. The FAML
can be used to generate code for others agent-
oriented program languages like JACK, JADE and
JADEX.
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