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Abstract: Legacy information systems are increasingly a subject to reengineering with the progress of ICT. There are 
developed systems with similar features to replace those which operate. Developed software needs testing. 
This paper focuses on the importance of performance testing in the early stages of software development. 
To performance tests be credible, the appropriate load profile of the system must be used. The paper 
presents a method of using legacy system load of real transaction data to design performance tests for newly 
developed systems. The example of the hospital information system (HIS) shows the use of this method in 
the software development using agile methods. Presented approach allowed the early detection of 
performance problems of the new software. 

1 INTRODUCTION 

Each methodology of software development has 
a phase of software testing. Tests can be generally 
divided into functional and non-functional testing. 
Normally non-functional tests concern the 
performance of the system, their usability, 
interoperability, portability and reliability 
(Hutcheson, 2003); (Naik and Tripathy, 2008); 
(Romano et al., 2009). Many authors have indicated 
the importance of performance testing and the need 
for appropriate methodologies for their 
implementation (du Plessis, 2008); (Yao et al., 
2006); (Myers, 2004). Unfortunately, during 
software development, functional and non-
functional, especially performance tests, are often 
split (Perry, 2009). This split is shown in the Figure 
1. This situation causes big problems when 
Configuration Tuning (Figure 1) does not lead to the 
achievement of the required system performance. In 
such cases, the return to the Development phase is 
required (see System Redesign in Figure 1), which 
usually is related to serious consequences in the 
aspect of increased costs and delays of the project. 

In iterative processes of software development it 
is possible to include performance testing to the 
software development process (Figure 2). This 
allows permanent (in tight cycles) control of created 
software performance parameters. 

There is a need for defining two main groups of 
data used for the performance tests. The first is the 
performance requirements. These are the 
performance acceptance criteria of software which 
are expected or desired by the customer. They define 
 

 

Figure 1: Traditional approach to performance testing. 

 
Figure 2: Early performance testing in iterative 
development (Perry, 2009). 
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the goals and constrains of performance testing 
(Meier et al., 2007). They must be measurable and 
have specific values (Weyuker and Vokolos, 2000). 
The problem is that the customer is not always able 
to identify accurately those requirements (Parnas, 
1994). It is associated with a lack of understanding 
of the objectives and metrics of performance 
parameters measures (e.g. the customer does not 
fully understand the concepts: end-user response 
time, processor utilization, the number of 
transactions per unit of time or the bottleneck), and 
the importance of their specific values (Hutcheson, 
2003). It is also difficult to translate business 
requirements (such as: "This application will support 
up to 2,500 concurrent users ") for performance 
criteria and specific values of parameters (Meier et 
al., 2007). 

The second group of data used for the 
performance tests is the load parameters of the 
system used for planning tests. These parameters 
should be set in the client requirements and be a part 
of the performance testing constrains. In large 
systems, the load is very diverse (many different 
actions are performed by different users) and 
changes over time. This leads to difficulties in their 
determination. It is reduced to identifying and 
defining so-called "Operational Profile" (Perry, 
2009) with it random variation in time. Operational 
Profiles can be obtained from empirical research on 
existing applications using statistical methods 
(Zaman et al., 2012). For non-existing application 
and the lack of analogues, developing the 
Operational Profiles is difficult. Some researchers 
suggest creating mathematical models of 
applications, and try to analyse them, using 
computer simulation, in terms of performance (Hao 
and Mendes, 2006); (Avritzer and Weyuker, 2004). 
Operational Profiles are used to design test scenarios 
in a manner corresponding to client requirements 
(Hao and Mendes, 2006); (Perry, 2009); (Xiao-yang 
et al., 2010).  

Performance tests can be carried out using the 
real end-users experiment on application installed on 
production platforms. Such approach is 
organizationally difficult and very costly. Therefore, 
in practice, there are used special software tools for 
performance testing running on special testing 
platforms (Poston and Sexton, 1992); (Sakamoto et 
al., 2002); (Zhen et al., 2009); (Romano et al., 
2009). These tools enable planning, load generation, 
execution and analysis of tests’ results (Netto et al., 
2011); (Myers, 2004). The security aspect should be 
carefully considered during tests. To ensure security 
all software should be installed on the test platform 

and checked before implementing in the production 
system (Kozieł, 2011). Transferring of the 
applications from the test platform into production 
should also be tested. 

Another problem is the analysis of the results of 
performance tests (Zhen et al., 2009) and presenting 
the results in terms of business requirements, 
necessary to report the results of the testing process 
(Perry, 2009). 

2 PERFORMANCE TESTS 
IN AGILE PROJECTS 

According to Figure 2 in agile projects (as iterative 
and incremental styles of software development), 
performance tests can thus be performed in parallel 
with the functional tests, immediately after the 
appearance of first application builds (du Plessis, 
2008); (Meier et al., 2007).  

Immediately after the functional testing of the 
first application build, the performance test can be 
started and provides its results to the developing 
team. Developers gain in this way up-to-date 
feedback on performance parameters of software. 
This also applies to other non-functional tests such 
as usability tests (Luján-Mora and Masri, 2012). 
Performance tests are also included in the Test 
Driven Development as a test first-performance 
technique to ensure the performance of the system 
development (Johnson and Maximilien, 2007); 
(Borys and Skublewska-Paszkowska, 2011). 

Effective use of performance testing in agile 
development processes is conditioned by the 
possibility of using special software tools to 
automate it. Without it, repeated testing of 
applications is too costly. Selection of software tools 
to automate performance testing usually strongly 
associated with a type of an application development 
environment. 

Agile methods are used not only for developing 
of completely new applications, but they are also 
useful in modernization and reengineering projects 
(Bin Xu, 2005). 

3 TYPICAL PROCEDURE 
FOR PERFORMANCE 
TESTING OF ENTERPRISE 
APPLICATIONS 

Methodology of performance testing usually consists 
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of the following seven core phases (Meier et al., 
2007): 
1. Identity Test Environment. 
2. Identity Performance Acceptance Criteria. 
3. Plan and Design Tests. 
4. Configure Test Environment. 
5. Implement Test Design. 
6. Execute Tests. 
7. Analyze, Report, and Retest. 
 

Test Environment and Acceptance Criteria 
should be defined by the client as non-functional 
requirements. 

During the third phase (Plan and Design Tests), 
it is necessary to determine (Meier et al., 2007) key 
tests scenarios, representative users (the most 
demanding in the performance area) and its 
activities, and to define test data. All these aspects 
result from the Operational Profile assumed or 
discovered during researches. 

4 DISCOVERY OPERATIONAL 
PROFILE USING LEGACY 
DATA 

Data from a functioning and operating application 
log file (if it contains the appropriate records) can be 
used to find the Operational Profiles. They must be a 
subjected to various transformations (Figure 3) as 
follows: 
 Removing Unnecessary Data - log files can 

contain data unnecessary for analysis (for example 
IP of users executing operations in applications or 
ID of users), which should be removed. 
 Data Conversion - log files usually contain text 

records, and therefore they need to be converted 
into other, appropriate for data analyses software 
formats (numeric, dates, etc.). 

 Additional Classification - log files usually contain 
very detailed data such as the user who performed 
the operation, and did not include his or her 
classification (e.g. type of an employee, the 
department where he or she is employed, etc.). 
Therefore, there is a need to add additional data 
that would later allow performing statistical 
calculations and generalizations. 
 Statistical Analyse - acquisition of load data of 

different types of users and their activities in the 
system are used to calculate parameters of short- 
and long-term time series. 

 

Figure 3: Legacy application log data processing. 

5 PERFORMANCE TESTING 
OF NEW HIS – A CASE STUDY  

Legacy Hospital Information System (HIS) is 
a large, web application with data base, which 
registers events related to patients’s service - from 
their registration in the hospital to their release, with 
recording parameters of all the procedures and 
results. HIS also supports the activities of doctors, 
nurses and other personnel in the area of patient’s 
service. It also has extensive reporting functions, 
which are necessary to manage hospital and the 
settlements with the Polish National Health Fund 
(PNHF), which pays for medical treatments. 

An ICT company has taken actions to develop 
the new HIS, which would implement the 
functionality of the used system (with small 
extensions) with the change of implementation 
technology. The legacy system was built using old 
client-server technology. The new system is built as 
a web application using Java EE technology and an 
Oracle database server. Reengineering project is 
implemented using agile methods. The methodology 
of the creation of new software contained a built-in 
process performance testing using legacy data of the 
system load. The legacy data were obtained from log 
files of HIS, which operated in a large hospital 
(Ziarno and Zyga, 2012). Source data covers the 
whole 2011 year. It allowed building end-users 
Operational Profiles used in performing tests. 

HIS systems belong to the class of reliable 
systems. Therefore, during their operation, all of the 
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critical hospital actions are recorded. The log file of 
HIS for 2011 consists of more than 500 thousand 
records (Ziarno and Zyga, 2012). This data provides 
important information (from the point of view of the 
performance tests creation) and unnecessary data. 
Unnecessary data is the data of session parameters, 
end-user IP address, etc. 

Data from the log files has been processed as it is 
shown in Figure 3. The primary objective of this 
data analyse was to determine: 
 types of the system users; 
 the structure of the actions carried out in the HIS; 
 load actions parameters. 

Analysis of the data showed that there are two 
main users (in terms of application load) of HIS: 
doctors and nurses. Other groups insignificantly load 
the system. Therefore they were combined into a 
group “others”. 

Total HIS load, as it was expected, is variable in 
time. 24-hours variability (Figure 4) is the result of 
the hospital schedule, and contains the daily peak 
(period from 8am to 2pm) and the decrease in 
activity during the night. From 1 to 5 am HIS load 
comes down to zero. 

System load is characterized by the weekly 
periodicity with the falling down in weekends 
(Figure 5). Over the year, there has been an 
increased of the system load in January (Figure 6). 
This is related to the settlements with PNHF. 

The analysis of legacy HIS usage data also 
allowed determining what actions were performed 
by each type of users. Depending on the particular 
department, distribution of particular actions was 
variable (Figure 7). 
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Figure 4: Daily HIS load (work day). 
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Figure 5: Monthly HIS load made by doctors and nurses. 
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Figure 6: Yearly HIS load. 
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Figure 7: Distribution of doctor actions in different 
hospital departments (an example). 
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Figure 8: Test results for scenario: adding new item to the 
patient drugs list for different number of concurrent users 
(for 1, 2, 4,…, 16 users). 

Obtained data was used to carry out the performance 
tests of the new system. The tests were performed 
for the most common actions and for different 
numbers of concurrent users, realizing typical OFAT 
(one-factor-at-a-time) approach (Perry, 2009). An 
example of the results is shown in Figure 8. 
Execution time increases with the number of drugs 
in the list (Figure 8). Unfortunately, this increase is 
not linear but exponential, and can cause big 
performance problems, which must be fixed as soon 
as possible. It was one of cases proving usefulness 
of early performance testing in iterative 
development. After this,  there  was completed Load 
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Figure 9: Load Test for doctor’s Operational Profile (scenario: daily order operations). 

Test, using a one-day system load parameters 
(Figure 9). All tests were performed using Apache 
JMeter. 

In addition to the charts, the results of the tests 
were averages, minimum and maximum execution 
times of individual actions. They have allowed 
indicating operations that the new system performs 
significantly slower. For example, in the first release 
of the new software, download operation of a 
disease history record performed almost 10 times 
slower than in the legacy application. Results of 
testing has been used to improve of performance 
during the second release development. 

6 CONCLUSIONS 

Nowadays, old legacy information systems are 
gradually replaced with new ones. In the process of 
creating new systems it is possible to use data and 
knowledge acquired from the operation of the old 
systems. This mainly concerns the functionality of 
the software, but also it is possible to use the 
system’s operation data to create the test procedures 
including the load tests. Load data of the old system, 
collected for years, is a source of knowledge that 
allows for precise determination of the parameters of 
load testing. Analysis of log files allow specifying 
who, when and how significantly load the old 
system. It results in the Operational Profiles, which 
can be used to test plan accurately and fully 
dimensioned. 

Including the performance tests in an iterative 
process of developing software enables early 
detection of performance problems and correction 
them in subsequent iterations. This approach is 
reasonable because it discharges developers from the 

work on improving the software part that meets the 
performance requirements. This allows them to 
focus on the most important fragments (in terms of 
performance) of the code. 

The case study presented in this paper uses this 
approach and shows the success of simultaneous use 
of legacy load data and early performance testing in 
the big information system developing. This tests 
reflected the load of old system and allowed check 
the performance of each module in more realistic 
conditions. This is the primary advantage of the 
proposed method. 

The major problem in the use of legacy data load 
is the need for labour-intensive, manual processing 
of the data. Due to a big diversity of log files 
structure acquire the necessary data becomes 
nontrivial problem. During the building of the 
Operational Profiles it is necessary to clean and 
remove unnecessary data, partition and classification 
it and statistical analyse. It increases the cost of 
construction the Operational Profiles. This is the 
primary disadvantage of the proposed method and 
the area of a major challenge to solve it in the future. 
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