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Abstract. In recent years, Architecture-Driven Modernization (ADM) is gain-
ing increasing acceptance in software reengineering processes of existing sys-
tems. It can help reduce reengineering costs by automating the activities, such 
as extracting models from the source code. This is specially crucial in the reen-
gineering of CMS-based Web applications. At time of writing there are no 
methods that could be used in that context. Hence, we define an ADM-based 
method for migrating CMS-based Web applications. In the context of this 
method, we present in this paper the implementation of the text-to-model 
(M2T) transformations to extract models from PHP code. These models con-
form to Abstract Syntax Tree Metamodel (ASTM) a standard metamodel pro-
posed by ADM. To implement these transformations we performed three activi-
ties: 1) definition of a PHP grammar, 2) mapping PHP grammar elements to el-
ements of ASTM and 3) implementation of a model extractor. To show the fea-
sibility of our approach we use a real example of PHP code from a CMS-based 
Web application implemented in Drupal. 

1 Introduction 

In recent years, the necessity for migration of existing systems to other technological 
platforms has become one of the major problems faced by organizations since these 
migration activities are carried out following ad-hoc software reengineering process-
es, thus entailing expensive costs and high risks for organizations [1]. 

To solve this, the Object Management Group (OMG) proposes the Architecture-
Driven Modernization (ADM) an initiative which advocates for the application of 
MDA (Model-Driven Architecture) [2] principles to formalize the software reengi-
neering process. ADM provides several benefits such as reducing development and 
maintenance costs and extending the life cycle of the legacy systems [3]. ADM de-
velops seven standard metamodels to represent the information involved in a software 
reengineering process, but only three of them are available: Abstract Syntax Tree 
Metamodel (ASTM) [4], Knowledge Discovery Metamodel (KDM) [5] and Struc-
tured Metrics Metamodel (SMM) [6]. These metamodels allow developers to manage 
software reengineering processes in an integrated and standardized manner as well as 
saving them time and effort creating their own metamodels [7]. In this paper we focus 
on the ASTM. This metamodel allow to represent the syntax of the source code. 
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Models conform to ASTM allows to capture most of the knowledge from the source 
code and reduce the complexity to generate models at higher abstract level, such as 
KDM models. 

In the last years, the volume of digital content managed by organizations has in-
creased dramatically. To solve it, organizations have based their Web applications on 
Content Management Systems (CMS) since they are platforms which allow users to 
collect, manage and publish content in a robust and reliable manner [8].  

The CMS market is constantly evolving and organizations experiment the necessi-
ty of migrating their CMS-based Web applications to another CMS or to a new ver-
sion of the same CMS because their current one has become obsolete and it does not 
meet their needs. Therefore, they find it necessary to start a process of reengineering. 
In previous works [9] we have conducted a systematic literature review to assess the 
state of the art on CMS-based Web applications in the context of MDA. One of the 
main conclusions derived from such review was that there are no methods that could 
be used for migrating CMS-based Web applications. Accordingly, we defined an 
ADM-based method for migrating this kind of Web applications. Up to now, our 
method is focused on open-source CMS such as Drupal [10], Joomla! [11] or Word-
press [12] because of their features and their spread use and relevant acceptance in 
the market [13]. Most of these CMSs are implemented in PHP. 

The work presented is framed in the first phase of our method where we extract 
models from the source code by means of text-to-model (T2M) transformations. In 
this paper we present the implementation of these transformations which extract mod-
els from PHP code. The models obtained conform to ASTM (ASTM models). To the 
best of our knowledge, there are no ADM tools for the extraction of models from 
PHP code. As such, there is any proposal for the generation of ASTM models. 

To implement the T2M transformations we have carried out three activities: 1) 
definition of the PHP grammar, 2) mapping of PHP grammar elements to elements of 
ASTM, and 3) implementation of a model extractor. We use a real example of PHP 
code from a CMS-based Web application implemented in Drupal to show the feasibil-
ity of our approach. 

The rest of this paper is organized as follows: Section 2 explains the related 
works. Section 3 presents our ADM-based method for migrating CMS-based Web 
applications. Section 4 explains the activities performed to implement the model 
extractor and we illustrate the explanation with a real example of PHP code and, 
finally, Section 5 presents the conclusions and future works. 

2 Related Works 

In this section we present some of the ADM-based approaches found in the literature 
and we compare them with our method for migrating CMS-based Web applications. 
Due to space limitations only we present the most representative ones. 

Krause et al. present in [14] DynaMod, a method which addresses model-driven 
modernization of software systems. It considers static and dynamic analysis for ex-
tracting models conform to KDM from Java code. Sadovykh et al. present in [15] a 
method to extract an UML (Unified Modeling Language) model containing the most 
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persistent part of a system from C++ code. Perez-Castillo et al present in [16] a reen-
gineering process called PRECISO to recover and implement Web Services in auto-
matic manner from relational databases. They extract a model conform to a SQL-92 
metamodel from SQL-92 code. Bruneliere et al present in [17] MoDisco an extensible 
approach for model-driven reverse engineering which allows extracting platform 
models from Java, XML and JSP. They define a metamodel for each code. Reus et al 
present in [18] a reverse engineering process for recovering UML models from 
PL/SQL code. Vasilecas et al presents in [19] a process which derives business rules 
from a legacy system. They extract ASTM models from Visual Basic code. Table 1 
we compare the ADM-based approaches presented with our method. 

Table 1. Related works. 

Approach Source code Metamodel Context 
Krause et al present (DynaMod) Java KDM  Legacy systems 
Sadovykh et al C++ UML  Legacy systems 
Perez-Castillo et al (Preciso) SQL-92 SQL-92 Data base / Web services 
Bruneliere et al (Modisco) Java, XML and JSP Java, XML and JSP Legacy systems 
Reus et al PL/SQL UML Data base 
Vasilecas et al Visual Basic ASTM  Legacy systems 

Our ADM-based method PHP ASTM 
CMS-based Web 
applications 

 

The second column in Table 1 refers to the source code from which the approach 
extracts these models. As we can observe none of them addresses the extraction of 
models from PHP code. The third column refers to the metamodel which the extract-
ed models conform to. On the one hand, two of the approaches bet for defining their 
own metamodels such as Perez-Castillo et al with the SQL-92 metamodel and Bru-
neliere et al with Java, XML and JSP metamodels. On the other, hand two approaches 
use the UML metamodel. Although UML is a standard, it is not proposed by ADM. 
Finally, two of the approaches use the ADM standard metamodels. Krause et al use 
KDM and Vasilecas et al extracts models conform to ASTM. The third column speci-
fies the context of the approach. If the approach is framed in a generic reengineering 
context we categorize it as a legacy systems context. Two of the approaches are focus 
on data base context and one of them also in web services context. None of them is 
framed in the context of CMS-based Web applications. 

3 Research Context: an ADM-based Method for Migrating 
CMS-based Web Applications 

As we said in the introduction our work is focused in the implementation of the T2M 
transformations framed in an ADM-based method for migrating CMS-based Web 
applications. This method is composed of three phases: a) reverse engineering phase, 
b) restructuring phase and c) forward engineering phase. In this section we present 
those phases and their tasks. Fig. 1 outlines the whole ADM-based migration method. 
In it we have highlighted with dashed lines the scope of the work presented in this 
paper. 
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Fig. 1. ADM-based method. 

A. Reverse Engineering Phase, this phase is composed of three tasks: i) knowledge 
extraction, the extraction of ASTM models from PHP code (the work presented). 
ASTM allows us to represent the code in a proper and non-ambiguous way and re-
duce the complexity to generate the KDM models which are at higher abstract level; 
ii) the generation of the KDM models, from ASTM models we automatically generate 
KDM models. The two KDM models we generate are: Code Model and Inventory 
Model. It is worth noting that we obtain the Inventory Model from the legacy code by 
using MoDisco tool [17], iii) the generation of the CMS Model, using M2M transfor-
mations we generate automatically the CMS Model from the information captured in 
KDM models. This CMS Model conforms to the CMS Common Metamodel present-
ed in [20]. 

 

B. Restructuring Phase, the CMS Model are manually restructured by the developer 
taking into account the specific features of the target CMS platform. 

 

C. Forward Engineering Phase, this phase defines the top-down development pro-
cess comprised of the next three tasks: i) generation of the target KDM models, from 
the restructured CMS Model we generate the target Code Model and the target Inven-
tory Model that represent the implementation of the target CMS-based Web applica-
tion; ii) generation of the target ASTM model, we generate the target ASTM model 
from the target Code Model and the target Inventory Model and iii) code generation, 
we generate the software artifacts that compose the architecture of the target CMS-
based Web application (folders and file skeletons) and the code that implements 
them. 

4 Implementation of the T2M Transformations 

In this section we explain the activities for the implementation of the T2M transfor-
mations to extract ASTM models from PHP code which is the focus of the work that 
we present in this paper. 
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We use a real example of PHP code from a CMS-based Web application imple-
mented in Drupal to illustrate the different activities performed in this implementation 
and to show the feasibility of our approach. 

4.1 Definition of the PHP Grammar 

The first activity is to define the PHP grammar using EBNF language [21]. It was one 
of the most tedious and time-consuming activities because we had to resolve the left-
recursivity conflicts among the elements defined in the grammar. These elements are 
classified into two groups: 1) expressions (such as logicalOr or function call) and 2) 
statements (such as assignment or conditional). 

Expressions are the cornerstone of the PHP language since they represent those 
elements which evaluate to a certain value, e.g. arithmetic expressions such as 
$var+5+3 which evaluates to a number or logical expressions such as $var or $tar 
which evaluates to a logical value. Fig. 2 shows the correspondence of a function 
definition implemented in PHP with its specification in the defined EBNF-based PHP 
grammar. 

 

Fig. 2. Correspondence of PHP code with EBNF-based PHP grammar. 

From the PHP grammar and using the Xtext framework we obtain automatically 
three artifacts: 1) a metamodel, 2) a textual editor and 3) a parser implemented in Java 
that allow us to recognize the elements of the PHP grammar from code written in 
PHP. We decided to use Xtext framework because this parser facilitates us the im-
plementation of the model extractor (third activity) since we use the methods imple-
mented in this parser to recognize the PHP elements that will be mapped to the 
ASTM model. 

4.2 Mapping PHP Grammar Elements to Elements of ASTM 

In the second activity we define the mappings between the elements of the PHP 
grammar and the elements of ASTM. The definition of these mappings are necessary 
to implement the model extractor in the third activity. As we can see in Table 2 a 
VariableDefStatement of the PHP grammar ($var=3;) is mapped to a VariableDefini-
tion of the ASTM or a Addition expression in the PHP grammar (9+3) is mapped to a 
BinaryExpression. 

At the time of defining these mappings we realized that some elements from the 
PHP grammar cannot be mapped to elements of ASTM. For that reason, we extended 
the ASTM with the specific elements of the PHP code. Some of these elements are: 
xor operator (xor), not identical operator (!==), supressWarning operator (@) or 
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instance of operator (instanceof). 

Table 2. Mapping PHP grammar elements to ASTM elements. 

Group PHP Grammar element ASTM element 

Statements 
VariableDefStatement VariableDefinition 
FuncDefStatement FunctionDefinition 

Expressions 
Addition BinaryExpression 
FunctionCall FunctionCallExpression 

 

Otherwise, we needed to redefine existing elements of ASTM to make the map-
ping possible. For example, we had to redefine the attribute condition of the For-
Statement element. This attribute is defined as a required and specifies the condition 
of a for statement. We had to redefine it as optional to allow map the for statements 
without condition permitted in PHP to the ForStatement element in ASTM. 

Other redefined elements are: swithStatement, compilationUnit and arrayAccess. 
Due to space limitations we do not explain each of them. 

4.3 Implementation of a Model Extractor 

Finally, in the third activity we implement the model extractor to obtain ASTM mod-
els from PHP code. This model extractor is implemented in Java. For its implementa-
tion we use: 1) on the one hand, the parser obtained by Xtext in the first activity to 
recognize the syntax elements from code written in PHP, 2) on the other hand, the 
API in Java obtained automatically from ASTM by using the Eclipse Modeling 
Framework (EMF) [22], to generate the elements of the ASTM models. 

Fig. 3 shows how our model extractor identifies a function definition written in 
PHP and extracts a FunctionDefinition element in the ASTM model. As we can see in 
Fig. 3 the fragment of PHP code conforms to the PHP grammar defined in EBNF and 
the model generated conform to ASTM.  

 

 

Fig. 3. Extracting a function definition in PHP to ASTM model. 

5 Conclusions and Future Works 

Regarding the advantages that ADM provides to software reengineering processes 
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and after concluding that there are no ADM-based methods focused on the migration 
of CMS-based Web applications, we consider interesting to define an ADM-based 
method for migrating this kind of Web applications. The method that we define is 
focused on Web applications based on open-source CMS such as Drupal, Joomla! or 
Wordpress which are implemented in PHP. 

The work presented is framed on the first phase of this ADM-based method where 
we extract models from the source code by means of text-to-model (T2M) transfor-
mations. In this paper we presented the implementation of these T2M transformations 
which extract ASTM models from PHP code. 

To implement these transformations we performed three activities: 1) definition of 
the PHP grammar, 2) mapping PHP grammar elements to elements of ASTM, and 3) 
implementation of a model extractor. 

We consider the first activity as one of the most tedious and time-consuming be-
cause of the necessity of resolving the left-recursivity conflicts among the elements of 
the PHP grammar. From the PHP grammar and by using Xtext framework we ob-
tained automatically: 1) a metamodel, 2) a textual editor and 3) a parser implemented 
in Java that allow us to recognize the elements of the PHP grammar from code written 
in PHP. During the second activity we needed to extend the ASTM with specific 
elements of the PHP code such as xor or not identical operators. Otherwise, we rede-
fined some of the existing elements of ASTM such as ForStatement, since their 
standard definition hindered the mapping. For the implementation of the model ex-
tractor in the third activity, we used the parser of the PHP grammar obtained in the 
first activity and the API in Java of ASTM generated by executing EMF. Both, the 
parser and the API facilitated us the task of implementation. 

According to the related works we can conclude that there is no any ADM ap-
proach to extract models from PHP code as well as there are a few approaches for the 
generation of ASTM models. We think that the low use of ASTM is because the last 
and unique version (1.0) was submitted rather recently, in January 2011. 

After our experience with ASTM we can state that this metamodel has saved us 
time and effort creating our own metamodel and has met satisfactory our necessities. 

As future works we consider the refining of the model extractor and the imple-
mentation of the remaining phases of our ADM-based method for migrating CMS-
based Web applications. 
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