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Abstract: To support K-8 educators in integrating computational thinking (CT) into basic digital education (BDE), as

introduced in Austria in 2018, we present design principles for a practical handbook. Teachers without a back-
ground in computer science (CS) may hesitate to teach CT and prioritize media and computer literacy aspects
of BDE, potentially neglecting CT in the revised 2022 curriculum. To overcome this, we iteratively devel-
oped design principles for a handbook with three practical learning environments (LEs) employing physical
computing with a single-board computer. The LEs embrace the constructionist approach and emphasize expe-
riential learning to support intrinsic learning of CS/CT concepts. Complementary, an Open Educational Re-
source (OER) textbook is available that is aligned with the SE instructional model and promotes self-directed,
inquiry-based learning. This makes CS/CT more accessible to both teachers and students, regardless of their
CS knowledge. Following these principles, they are systematically guided to gain confidence in applying CT
in the classroom. Further research will evaluate and refine the design principles on a larger scale, contributing
to the development of a comprehensive handbook. Ensuring accessibility to fundamental CT skills in K-8

education is crucial for the successful implementation of basic digital education (BDE).

1 INTRODUCTION

In recent years, integrating computational thinking
(CT) into education has become vital for prepar-
ing students for future careers (Fraillon et al., 2020;
WE Forum, 2023). CT involves using tools and
techniques of computer science (CS) to solve prob-
lems across various disciplines, extending beyond CS
(Wing, 2006). Basic digital education (BDE) com-
bines CT, media, and computer literacy in Austria.
It has evolved from an exercise in 2018 to a sub-
ject in 2022 mandatory for grades 5 to 8 (BMBWEF,
2022). Introducing a new subject can be challeng-
ing for teachers, even with in-service training options.
Teachers who do not feel prepared may focus on other
aspects of BDE, omitting CT and the foundations of
any digital education. This study aims to establish
guiding principles for content selection and develop-

a2 https://orcid.org/0000-0002-9958-3298
b@ https://orcid.org/0000-0002-8849-2980
€2 https://orcid.org/0000-0002-1304-6863
4@ nttps://orcid.org/0000-0002-3701-5068

Kastner-Hauler, O., Standl, B., Sabitzer, B. and Lavicza, Z.

ment towards a practice-oriented handbook, founded
on literature and curricula, through a design-based re-
search (DBR) project (McKenney and Reeves, 2013;
McKenney and Reeves, 2018). Three learning en-
vironments (LEs) that facilitate effective CT educa-
tion guide teachers and students through their ini-
tial steps without the need for prior CS knowledge
(Kastner-Hauler et al., 2022; Kastner-Hauler et al.,
2021; Brandhofer and Kastner-Hauler, 2020). Teach-
ers can apply the design principles developed from
the LEs to create new or enrich existing material for
BDE, regardless of their formal background in CS
(Hromkovi¢ and Lacher, 2017). By eliminating the
need for prior CS knowledge and encouraging joyful
and playful practice along the learning environments
(LEs), we have found a promising approach to over-
come entry barriers to learning and teaching CT. This
approach also serves as the missing bridge connect-
ing media education, computer literacy, and informat-
ics (CS, including CT), which is crucial to the suc-
cessful implementation of digital education in today’s
schools (Diethelm, 2022).
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2 BACKGROUND

Defining computational thinking (CT) is an ongoing
process (Selby and Woollard, 2013) that Palts and
Pedaste (2020) captured as a visual overview of the
many CT definitions over time. Tang et al. (2020)
and Weintrop et al. (2021) provide a comparable pic-
ture of CT assessments in the field. Li et al. (2020)
see CT as a mental model for thinking and problem-
solving, rather than as a sole computing skill. Tak-
ing this view, we designed our handbook principles
to be able to adapt to future advances in CT. The dy-
namic nature of computing can facilitate the incorpo-
ration of CT across STEAM disciplines (Pears et al.,
2019). The integration of computational thinking
(CT) skills with block-based programming, physical
computing, and inquiry-based learning under the um-
brella of constructivist learning (Papert, 1980) forms
the basis for the principles of the handbook. CT in
the educational context is strongly related to program-
ming skills (Brennan and Resnick, 2012) with block-
based environments such as Scratch (Scratch Founda-
tion, 2023). CT concepts applied through block-based
programming provide a foundation for students to
develop their problem-solving skills (Labusch et al.,
2019; Nouri et al., 2020). With physical com-
puting, the CT concepts become more understand-
able as tangible solutions to real-world problems are
created and computing is translated into the physi-
cal world (Genota, 2019). Physical computing also
enables hands-on experience and promotes student-
centered and self-directed learning, implemented with
the developed inquiry-based learning (IBL) materials
(Tkacova et al., 2019). The IBL materials, including
the OER textbook and the wiki, focus on active explo-
ration and learning participation, which are core to the
constructivist learning process (Serafin et al., 2015).
They emphasize the importance of hands-on learn-
ing and social interactions in the creation of the final
product (Holbert et al., 2020). Based on this pedagog-
ical background, three learning environments were
created, applying the 3D Framework of 4Ps (Bren-
nan and Resnick, 2012) merged with COOL Infor-
matics (Sabitzer et al., 2019). The derived principles
of the handbook combine these approaches to provide
students and teachers with meaningful and engaging
learning experiences that promote CT along with cre-
ativity, collaboration, and critical thinking skills. In
the following, the building blocks of this research are
presented in more detail.
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2.1 Block-Based Programming

Text-based programming languages are frequently
used for upper school levels and favor those who un-
derstand English, while block-based languages are fa-
vored for lower school levels because of their lower
entry barrier (Weintrop and Wilensky, 2015; Wein-
trop and Wilensky, 2017). Step-by-step the instruc-
tions are put together to code a solution like building
a toy house with snap-together construction bricks.
The LEs presented in this paper use the official block-
based programming environment Makecode for mi-
cro:bit (Microbit Foundation, 2016). It has been
reported that block-based coding develops problem-
solving, planning, and thinking strategies and helps
to develop social, language, and cognitive skills, even
for early childhood ages (Papadakis, 2022). Papert
underlines the importance of programming as an es-
sential component of each individual’s intellectual de-
velopment (Kestenbaum, 2005).

2.2 Physical Computing

Physical computing connects a computing device to
the environment to sense and communicate, allowing
learners to design and create tangible real-world prod-
ucts (Capay and Klimova, 2019). The artifacts repro-
duced from memory manifest the mental concepts of
the thinking process during problem-solving (Papert
and Harel, 1991). The physical component, therefore,
enhances the understanding of programming concepts
and expands the imagination of what can be accom-
plished with code (Przybylla and Romeike, 2014).

2.3 Inquiry-Based Learning

Inquiry-based learning (IBL), anchored by the SE in-
structional model — engage, explore, explain, elab-
orate, and evaluate — guides the handbook’s LEs
(Pedaste et al., 2015). The model gives teachers the
flexibility to implement various questioning strate-
gies, from open-ended to direct, thus tailoring to
diverse student needs. The learning materials are
specifically designed to encourage playful exploration
and problem-solving, nurturing students’ curiosity for
deeper investigation (Ah-Nam and Osman, 2017).
Through interactive elements on the wiki, learners
start with a subset of the necessary information for
a sample exercise, with additional resources hidden
behind spoiler links. This blend of guided and self-
directed discovery promotes inquiry and active inves-
tigation (Guzdial, 2015).

The background presented is inspired by the 8 Big
Ideas of Papert’s Constructionist Learning Lab (Mar-
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tinez, 2017), which emphasizes learning-by-doing
and active student participation in knowledge con-
struction (Wagh et al., 2017). His ideas serve as a
guiding mantra for the subsequent methods employed
to answer the following research question.

RQ: What essential design principles should in-
form the development of a practical K-8 handbook for
computational thinking (CT) learning environments
(LEs), with ongoing refinement through design-based
research (DBR) to enhance teacher confidence and ef-
ficacy in integrating CT into basic digital education
(BDE), especially for non-specialists in computer sci-

ence (CS)?

3 METHODS: DEVELOPMENT
OF HANDBOOK PRINCIPLES

With this study, we present an important milestone
of a comprehensive design-based research (DBR)
project (McKenney and Reeves, 2013; McKenney
and Reeves, 2018) aimed at developing principles for
a practical handbook. Initiated in 2019, this project
introduced the micro:bit and computational think-
ing (CT) concepts to selected primary and secondary
schools, focusing on teachers and students aged 8
to 14. The milestone comprises three investigations:
adapting an OER for flipped learning (Kastner-Hauler
et al., 2021), examining combined effects of physi-
cal computing and block-based programming in pri-
mary school (Kastner-Hauler et al., 2022), and assess-
ing CT teaching efficacy in middle school with Be-
bras (2023) — the latter is currently under review. The
participating classroom teachers received specialized
training to implement the LEs and assessment tools
effectively.

To enhance the balance between digital media,
computer literacy, and informatics (CS/CT) for the
new subject BDE, we investigated programming in
the context of media use and creation. Early pro-
gramming education can be pursued with platforms
like Scratch from the MIT Media Lab (Resnick, 2014)
or Makecode (Microsoft, 2024). Resnick and Rusk
(2020) highlight 4 pillars of effective digital educa-
tion — projects, passion, peers, and play. The 4Ps ad-
vocate for engaging students in meaningful projects,
nurturing passion, fostering collaboration, and play-
ful experimentation. Similar aspects are described
with the COOL Informatics approach (Sabitzer et al.,
2019) and its 4 principles — discovery, cooperation,
individuality, and activity. COOL Informatics in-
corporates the neurodidactical learning perspective,
which we view as an extension of the 4Ps. Merging
these approaches, we developed three learning envi-

ronments (LEs) for CT, underpinning the principles
for a practical handbook dedicated to actionable class-
room strategies. Our analysis showed a synergy be-
tween 4Ps and COOL Informatics, particularly in the
categories "peers’ of 4Ps and ’cooperation’ of COOL
Informatics (see Appendix - Table 2). As this paper
focuses more on programming, we present the 4Ps in
their practical implementation in Table 1.

The principles derived encompass all aspects of
the 4Ps, progressing logically from theory to practical
application. This framework guides orientation, en-
hances understanding, and raises awareness of CT in
the classroom. By adhering to the principles outlined
in the following section, a comprehensive connection
is established across all aspects of basic digital ed-
ucation (BDE), including CT, media, and computer
literacy.

4 RESULTS: HANDBOOK
DESIGN PRINCIPLES

This outline presents principles from design research
for creating engaging and streamlined learning envi-
ronments (LEs) for coding and problem-solving. It
offers a guide for teachers, particularly those new
to computer science (CS), to integrate CT into BDE
lessons. The guide covers the essential aspects of 4Ps
and COOL Informatics, facilitating classroom imple-
mentation without unnecessary complexity. By ad-
hering to these principles, teachers without a CS back-
ground can effectively prepare for the new BDE sub-
ject, ensuring seamless lesson planning and teaching.

4.1 ’Hello World’

Asking why and what for builds programming under-
standing, but getting into action quickly is key. The
first task in learning a new programming language
usually involves outputting *Hello World’ on the dis-
play. Using the Makecode editor and the micro:bit,
learners can easily begin, focusing on Makecode first
and its integrated online simulator. Beginners start
making a heart appear on the 5 x 5 LED display in-
stead of 'Hello World’. The programming blocks,
organized into color-coded function groups, are easy
to find and use. Learners can create programs play-
fully by dragging and dropping blocks of code, ex-
perimenting until they achieve the desired outcome.

4.2 Input-Process-Output

The Input-Process-Output (IPO) principle illustrates
the computer’s mode of operation. After demonstrat-
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Table 1: Implementing 4Ps of Creative Learning, (Resnick, 2014) — A Roadmap for the Natural and Logical Progression of CT
Development to Identify Action Areas for the Design Principles of a Practical Handbook (short version).

concepts/ projects passion peers play

methods

block-based foster imagination, story evokes interest, pair programming self-directed,

programming sharing of final code immediate activity artifacts, textbook individual, experiental
1.2,7 wiki 347 learning ! 3-©

physical computing tangible products with foster open-ended physical artifacts self-directed,

sensors and actuators
2,5,6

making possibilities

45,6 individual, hands-on

5,6,8

ready to share
learning

inquiry-based promotes a cycle of
learning using

5E cycle

permanent

improvement -3 ©

strengthens individual
desire to improve

lively exchange self-directed,

stimulates new
4,6,8

individual,

knowledge incremental learning

5,6,7

Handbook Design Principles: ! "Hello World’, 2 Input-Process-Output, > Evaluation & Debugging, * Pair Programming, > Open-Ended Learning &
Makerspaces, ® Physical Computing & AHA! Experience, ’ CT: Concepts, Practices & Perspectives, ® CS-Unplugged Activities. (See Section 4 Results)

ing the output with the heart, we introduce the input
with micro:bit’s A and B buttons. Pressing A to dis-
play the heart and B to clear mimics a flashing heart
when alternately pressed. Highlighting the impor-
tance of automated (data) processing, we use traffic
light’s 24/7 operation as an analogy. To automate the
switching and flashing, we employ automatic process-
ing of the buttons via a loop. Pressing A+B simul-
taneously starts the process on the micro:bit and the
display switches from heart to blank. The result is an
automated flashing heart, ready for subsequent evalu-
ation and testing.

4.3 [Evaluation and Debugging

Initial testing will likely show that the blinking works
once with A+B triggers, emphasizing the important
principle of evaluation in programming. If program-
ming outcomes do not meet intentions, debugging is
essential to identify and correct flaws in code (Kim
et al., 2018). Makecode’s step-by-step debugger and
verbalizing the program’s flow and actions can aid
the process (Heikkild and Mannila, 2018). Encour-
aging students to explain their code to peers (Tengler
et al., 2022), focusing on what exactly the code does
and its sequence, enhances understanding. Pair pro-
gramming principles should be applied to evaluation
and debugging, and broadly across the whole thinking
process during coding.

4.4 Pair Programming

Budget constraints can often make it impractical to
provide one device per child in new projects. Pair
programming offers a solution and educational ben-
efits, where two programmers create a joint solution

448

on a single device. One acts as the driver, typing the
code, while the other guides the process as the navi-
gator (Bryant et al., 2008). This setup, similar to the
metaphor of driving a car, ensures clear communica-
tion and understanding. Recommended regular role
reversal improves code quality and peer interaction
(GraBl and Fraser, 2023). To enrich the interaction,
it is recommended to apply peer learning and teach-
ing (Krohn and Sabitzer, 2020) with the open-ended
learning tasks provided in the textbook wiki. Addi-
tionally, animated tutorials from Makecode can also
be beneficial, serving as either peer substitute or third-
person perspective for code demonstration.

4.5 Open-Ended Learning &
Makerspaces

The OER textbook promotes open-ended learning,
encouraging students to tackle problems with vari-
ous solutions, and leveraging creativity, collaboration,
and critical thinking skills in the context of CT (Tsan
et al., 2022). The textbook suggests the use of sample
extensions for further exploration and development
of micro:bit projects. Practical experiences, through
makerspaces, games, or real-world challenges, can
deepen knowledge. Makerspace activities, suitable
for flipped classroom delivery, split into programming
(pre-class) and making (in-class) maximize hands-on
time (Kastner-Hauler et al., 2021). Open-ended learn-
ing fosters a growth mindset, a sense of ownership
of learning, and the discovery of new opportunities
through successes and challenges in activities involv-
ing physical computing.
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4.6 Physical Computing & AHA!
Experience

Connecting a micro:bit to a computer provides a hap-
tic experience of the code and algorithms created
(Kalelioglu and Sentance, 2020). Online tutorials
available on the textbook wiki or the Makecode web-
site offer guidance for initial physical steps. After
mastering code upload, a portable power supply be-
comes necessary. This marks the first AHA! moment
(Thagard and Stewart, 2011) as concepts materialize
in real life through the device’s haptic aspect (Spiri-
donov et al., 2019). Equipped with onboard sen-
sors and actuators, the micro:bit enables interaction
with the physical world, exemplified by a portable
step counter (Microbit Foundation, 2023). For more
AHA! moments and creative exploration with physical
computing, attach the micro:bit to a person’s leg and
count the steps using the accelerometer (O’Sullivan
and Igoe, 2004).

4.7 CT Dimensions: Concepts, Practices
and Perspectives

Full awareness of all dimensions of Brennan and
Resnick’s (2012) 3D framework equips educators to
design and evaluate CT learning experiences for di-
verse students. CT concepts, like sequences, loops,
conditionals, data, and operators, are foundational to
coding and can be assessed with the validated Be-
ginners Computational Thinking test (BCTt) (Zapata-
Caceres et al., 2021). Assessments of CT were inves-
tigated in previous research cycles (Kastner-Hauler
et al., 2022; Brandhofer and Kastner-Hauler, 2020)
and are not included in this paper, focusing on the
handbook principles. CT practices and perspec-
tives — how concepts are applied and the attitudes to-
wards computing — cannot be directly measured from
programming artifacts produced with the Makecode
environment for micro:bit. The tool Dr. Scratch
(Moreno-Leén et al., 2015), which assesses CT in
Scratch programs, suggests potential for a Makecode
equivalent. Research into creating a Dr. Microbit tool
for analyzing micro:bit projects could fill this gap.
Meanwhile, we sought to identify CT practices inter-
woven with the LEs’ material, such as evaluation and
debugging, and CT perspectives through feedback on
pair programming and CS-unplugged activities. By
evaluating the LEs as a whole, including feedback,
we indirectly cover CT practices and perspectives.

4.8 CS-Unplugged Activities

Utilize CS-Unplugged activities to teach computer
science (CS) fundamentals without the use of comput-
ers (Bell and Vahrenhold, 2018). This free resource
uses games and tasks with common items like cards
and crayons to demystify CS concepts, making them
accessible for learners of all ages. These activities
match efforts from similar projects by ADA (VCLA,
2023) and COOL Lab (JKU, 2023). For example, a
demonstration of the parity magic trick can be a fun
way to learn more about error detection and correc-
tion, a concept crucial for data transmission. CS-
unplugged presents a unique, hands-on approach to
grasp foundational CS and CT principles, vital for any
digital education (Curzon and McOwan, 2018; Rot-
tenhofer et al., 2022).

S DISCUSSION & CONCLUSION

Computational thinking (CT) is reflected in the
technological-medial aspect of the Frankfurt Triangle
(Brinda et al., 2019) on digitization in education out-
lined in the BDE curriculum (BMBWE, 2022), with-
out direct mention. The lack of explicitness can chal-
lenge teachers’ readiness to incorporate CT in BDE
lessons, despite optional in-service training. The ap-
proach presented here advocates for a gentle intro-
duction to computer science (CS) and computational
thinking (CT) by developing design principles for
a practical handbook, drawing from ongoing educa-
tional design research (EDR) (Bakker, 2018; McKen-
ney and Reeves, 2013; Plomp and Nieveen, 2013).
This approach makes CT more accessible and action-
able for teachers new to the BDE subject, enhancing
their confidence and facilitating learning and under-
standing of basic CS concepts and CT skills through
learning-by-doing.

The design principles that emerged emphasize
core programming concepts such as *Hello World’,
Input-Process-Output, and debugging with collabora-
tive techniques like pair programming. These founda-
tional practices encourage a problem-solving mind-
set and require reflective thinking and initial guid-
ance, supported by additional scaffolding material
(Tsan et al., 2022). Incorporating open-ended chal-
lenges (Emara et al., 2021) in combination with mak-
erspaces and physical computing into teaching ne-
cessitates precise guidelines for effective implemen-
tation. The holistic view of CT concepts, principles,
and perspectives brings all dimensions together and
makes them accessible. This concept is embedded in
all the material and can be highlighted through CS-
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unplugged activities without using computers. An ex-
ample in the Appendix demonstrates how these prin-
ciples can be applied in practice.

Drawing on Hsu’s (2018) comprehensive review,
our design principles for a handbook on computa-
tional thinking (CT) are based on effective learn-
ing and teaching strategies and best practice knowl-
edge. This offers a solid foundation for educators who
seek to integrate CT into their classrooms (Csizmadia
etal., 2019), regardless of a formal background in CS
(Hromkovi¢ and Lacher, 2017).

Further research is planned to evaluate these prin-
ciples through a teacher training course on basic dig-
ital education (BDE), focusing on the impact of the
principles on the acceptance of CT with BDE for fu-
ture incorporation into one’s teaching. Furthermore,
examining how teachers adapt and create learning ma-
terials based on these principles will lead to a solid
support handbook, refining the content and design
through iterative reflections.

The utilization of computational thinking (CT)
in classrooms is a crucial opportunity for its further
development, supported by gradual accumulation of
knowledge through experiential learning. By em-
bedding computational thinking (CT) constructs such
as algorithms, abstraction, and automation, students
and teachers can deepen their understanding of funda-
mental computer science (CS) principles and become
computational thinkers (Yadav et al., 2016). As stu-
dents and teachers engage with computational think-
ing (CT) and apply its problem-solving habits, they
naturally develop confidence and fluency, empower-
ing them to tackle the complex challenges of the un-
known future with ease.
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APPENDIX

Example of Applied Handbook Principles

Mrs. Jane Doe, a middle school teacher, wants to in-
tegrate computational thinking (CT) into her curricu-
lum. She doesn’t have a formal background in com-
puter science (CS), but she recognizes the significance
of CT skills for the future of her students. Mrs. Doe
decided to use the principles of the handbook as pre-
sented in this paper to create a new project for her stu-
dents to work on. The project involves the collection
and analysis of environmental data and responses us-
ing a single-board computing device such as the here
used micro:bit.

’Hello World’: Mrs. Doe begins by asking the
students to create a simple program that displays a
message or symbol, such as a smiley face, on the mi-
cro:bit’s LED screen. This gives her students a quick
win and familiarizes them with the programming
environment and features of the micro:bit. Input-
Process-Output: Next, Mrs. Doe explains the con-
cept of input-process-output using the micro:bit. Stu-
dents instruct the micro:bit to collect data from its
built-in temperature sensor (input), process the data
for conversion to Fahrenheit (process), and display
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the result on the LED screen (output). Debugging
& Pair Programming: Mrs. Doe assigns students to
work in pairs to create and test their programs. She
encourages the use of pair programming, where one
student writes the code, and the other student pro-
vides instructions and feedback. She explains that this
improves the quality of the program and helps them
learn from each other. Open-ended Learning, Mak-
erspaces & Inquiry-Based Learning: Mrs. Doe
then sets an open-ended challenge for the students.
She also emphasizes the use of the textbook wiki for
self-directed, inquiry-based learning. Students have
to design and build a device using the micro:bit that
can help solve an environmental problem e.g. water-
ing a plant. The students work in the school’s mak-
erspace, using various materials and tools to build
their devices. Physical Computing & AHA! Ex-
perience: Students experience AHA! moments that
come from seeing their code interact with the physi-
cal world as they work on their projects. For exam-
ple, students can program their device to alert them
when soil moisture drops below a certain level to help
water a plant. CT — Concepts, Practices, Perspec-
tives: Throughout the project, Mrs. Doe uses the 3D
framework for CT intertwined with COOL Informat-
ics to guide her teaching and assess the learning of
her students. She helps students understand funda-
mental concepts of CT, such as loops and conditionals
and encourages them to reflect on their learning pro-
cess. CS-unplugged: Mrs. Doe uses CS-unplugged
activities throughout the whole project where suitable
to illustrate CS concepts. For example, when pro-
gramming plant watering, certain conditions must be
checked. Conditionals can be demonstrated by play-
ing the Simon Says game if-then-else. In this way,
the CS fundamentals are learned in a fun and engag-
ing way.

In addition to helping Mrs. Doe integrate CT into
her curriculum, this project provides a hands-on, en-
gaging learning experience for her students. As they
apply their knowledge to solve real-world problems,
they learn important CT skills.

Combined 4Ps and COOL Informatics

Table 2: A Roadmap for the Natural and Logical Progres-
sion of CT Development to Identify Action Areas for the
Design Principles of a Practical Handbook (extended ver-
sion.
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